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Abstract

Software-intensive systems evolve continuously under
the pressure of new and changing requirements, generally
leading to an increase in overall system complexity. In
this respect, to improve quality and decrease complexity,
software artifacts need to be restructured and refactored
throughout their lifecycle. Since software architecture arti-
facts represent the highest level of implementation abstrac-
tion, and constitute the first step in mapping requirements
to design, architecture refactorings can be considered as
the first step in the quest of maintaining system quality dur-
ing evolution. In this paper, we introduce an approach
for refactoring software architecture artifacts using model
transformations and quality improvement semantic annota-
tions. First, the conceptual architecture view is represented
as a UML 2.0 profile with corresponding stereotypes. Sec-
ond, instantiated architecture models are annotated using
elements of the refactoring context, including soft-goals,
metrics, and constraints. Finally, the actions that are most
suitable for the given refactoring context are applied after
being selected from a set of possible refactorings. The ap-
proach is applied to a simple example, demonstrating refac-
toring transformations for improved maintainability, per-
formance, and security.

Keywords: software evolution, software architecture refac-
toring, model transformations, UML profiles, quality-
driven re-engineering

1. Introduction

Software evolves in reaction to various environmental
stimuli including variations in business and technical re-
quirements, and changes in market demands and condi-
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tions. Within the context of model-driven software evolu-
tion, changes can be applied to software models at different
levels of abstraction and detail, such as architecture design
or source code models. As a result to these changes, the
complexity and brittleness of software grows, and inconsis-
tency between related models and their elements may arise.
To decrease complexity and ensure integrity of the different
artifact models, it is necessary to create a controlled envi-
ronment for software evolution where model transformation
and model refactoring mutations can be performed system-
atically.

Refactoring in a traditional sense refers to restructur-
ing the source code of the system. In model-driven archi-
tecture (MDA) and encompassing model-driven develop-
ment (MDD), refactoring can be performed on any MOF-
compliant artifact model, and is generally viewed as a pro-
cess of improving the internal structure of a software system
without disrupting its external behavior [10]. We refer to a
refactoring mutation as a neutral software evolution cycle
that is based on specific quality goal that does not affect
external system behavior. Based on this view, refactoring
also refers to interpreting quality goals, defined as nonfunc-
tional requirements, in terms of structural changes of arti-
facts models under specific preconditions (e.g., existence of
a specific design pattern) and postconditions (e.g., must not
change specific interaction scenario).

In forward engineering, software architecture artifacts
represent the first step in mapping requirements models to
design elements. Similarly, from the reverse-engineering
perspective, software architecture is among the highest level
source code abstraction models that can be extracted. Con-
sequently, in a top-down approach to software refactor-
ing, architectural refactoring can be considered as the first
step in changing system implementation to match specific
quality-improvement goals. Changes to architectural mod-
els must, however, be performed carefully and systemati-
cally, as they may impact the elements of more specific



design and implementation models. Nevertheless, if per-
formed correctly and accurately, changes at the architectural
level may lead to more significant, and positive improve-
ments in the structure of a software system.

In this paper, we introduce an approach for refactor-
ing of software architecture models using semantic anno-
tations and UML 2.0 profiles. We use profiles instead of
domain models or metamodels to create a unified method
for refactoring of different models and views that allows
preservation of metamodel properties, such as types and re-
lations, but that also allows expression of refactoring trans-
formations in a generic way. As a first step in realizing
this goal, software architecture views are represented us-
ing UML 2.0 profiles, where specific view elements are
denoted by restrictive stereotypes. These stereotypes ex-
tend or modify the abstract syntax of language elements,
and define the usage and semantics for the newly added ele-
ments [2] (e.g., <<component>> and <<connector>>).
Similarly, the soft-goals, metrics, and constraints associ-
ated with a particular refactoring quality goal are denoted
by the refactoring context UML profile, and made part of
the <<semanticHead>> stereotype to represent a set of
related soft-goals and metrics. A semanticHead instance is
linked to a refactoring transformation to indicate its effect
on soft-goals and applicable metrics. Next, using an ap-
proach to quality-driven refactoring as introduced by My-
lopoulos et al. [6], a specific refactoring goal is represented
as a soft-goal interdependence graph (SIG) of soft-goals
and related quality metrics. Using the refactoring context,
the elements of SIG are mapped to architectural refactoring
transformations. Finally, based on a query of semantic an-
notations, the most suitable refactoring transformations are
selected and applied.

1.1. Motivation

By introducing the proposed framework, we aim to ad-
dress the following:

1. Standardize and formalize quality-driven refactoring
using UML. We formalize existing refactoring meth-
ods through the refactoring context and model trans-
formations.

2. Use UML profiles to represent different architecture
modelling views in a standardized format. As a proof
of concept, we have created a profile for the conceptual
architecture view.

3. Show a method for encoding refactoring transforma-
tions and use them as part of the framework to refactor
an existing system. We provide a comprehensive ex-
ample on which we illustrate encoding, selection, and
application of transformations.

This paper is organized as follows: Section 2 outlines
related research in the areas of architectural repair and
refactoring and model transformations. Section 3 discusses
the representation of software architecture and architectural
refactoring using UML 2.0 profiles. Section 4 introduces
our approach to software architecture refactoring using soft-
goals and defined UML profiles and applies it to a detailed
example, with Section 5 that provides our conclusions and
directions for future research.

2. Related Research

Mens [17] has conducted a detailed survey of software
refactoring. As part of the survey, the general approach to
refactoring was identified to include: (1) identify the loca-
tion for refactoring, directly on the source code or on one of
the more abstract artifacts; (2) determine which refactorings
should be applied for the given location, for instance, refac-
toring bad smells such as code duplication to improve main-
tainability [10]; (3) guarantee that the refactoring changes
that are considered preserve external behavior, for example,
using preconditions and postconditions defined on the same
set of input and output values [19]; (4) apply selected refac-
torings, (5) assess the effect of the refactoring on the quality
(e.g., complexity, or performance) or the process (e.g., cost,
or effort) using metrics, controlled experiments, and statis-
tics; and (6) maintain the consistency between the refac-
tored elements and other software artifacts using different
consistency management techniques such as mSynTra [13]
or Fujaba [9]. In this paper, we adopt the abstract model
of refactoring, and we create the refactoring context to rep-
resent the key elements for model-driven software refactor-
ing. For example, the refactoring location is identified as the
source rule for the refactoring model transformation while
specific behavioral constraints are encoded as pre- and post-
conditions.

The structure of individual refactoring transformations is
based on a classification of model transformations by Czar-
necki and Helsen [8]. That is, each transformation rule is
composed of two parts: a source rule and a target rule, ex-
pressed as patterns of strings or graph elements, or logic
constraints. Transformations can also be endogenous, if
they transform models in the same language, or exogenous,
if they transform models between different languages. We
define refactoring transformations as the mapping of the
source and target graph patterns represented in UML.

Other approaches to refactoring include quality-driven
reengineering approaches [22], where basic transformations
are used to compose more complex ones based on their re-
lation to specific soft-goals. We extend these approaches by
creating a formalism for representing and selecting generic
refactorings, and relating them in a structured manner to
specific quality goals. We also note UML-based refactor-



<<profile>>
Refactoring Context

  goals[1..*] : SoftGoal
  metrics[1..*] : QualityMetric

«stereotype»
SemanticHead

  subgoals[*] : SoftGoal

«stereotype»
SoftGoal

  type : MetricType
  startValue
  endValue

«stereotype»
QualityMetric

  ProductMetric
  ProcessMetric
  ProjectMetric

«enumeration»
MetricType

«metaclass»
Class

  sh[1] : SemanticHead
  source[1] : Rule
  target[1] : Rule
  preconditions[*] : Constraint
  postconditions[*] : Constraint
  context[1] : Profile

«stereotype»
ModelRefactoring

Figure 1. Refactoring Context Profile

ing approach [21], and previously defined UML profiles for
requirements [11], and product lines [24].

3. Defining the Refactoring Context for Soft-
ware Architecture using UML Profiles

In this section, we first introduce and describe elements
of a general refactoring context for software evolution. We
then use a metamodel for describing software architecture
views as introduced by Hofmeister et al. [12] to create UML
profiles for different architectural views, namely the con-
ceptual architecture view profile. Finally, we apply the cre-
ated profiles to define the refactoring context for software
architecture artifacts.

3.1. Generic Refactoring Context

To define a generic refactoring context for software evo-
lution, we make use of a refactoring process based on multi-
ple soft-goals [23], which represent nonfunctional require-
ments and factors that may affect them.

The steps in this process are:

• Step 1. Starting with a set of refactoring goals, repre-
sent the reasoning model for refactoring as a soft-goal
interdependence graph (SIG), which represents depen-
dencies between soft-goals. Use the SIG to quantify
acceptance or rejection attributes of each soft-goal as a
[0, 1] metric.

• Step 2. Measure quantifiable properties of soft-goals
to decide the ordering of relevance in the soft-goal hi-
erarchy, and select the one that should be applied first.

• Step 3. Pick the most suitable refactoring transforma-
tion based on their contribution to the chosen soft-goal.

• Step 4. Apply the selected refactoring. If there are
still soft-goals that were not addressed, return to Step
2 and repeat the evaluation, ordering, and selection.
Else, terminate the process.

Based on the above process and related research [11, 17],
we propose the following elements as stereotypes to be part
of the semantic representation of a refactoring context. Fig-
ure 1 illustrates the resulting Refactoring Context as a UML
profile.

• <<stereotype>> ModelRefactoring

Description
Represents a semantically annotated refactoring
transformation.

Attributes
sh[1] : SemanticHead — semantic annotation
source[1] : Rule — a source pattern
target[1] : Rule — a target pattern
preconditions[*] : Constraint — the conditions
that must be satisfied for a refactoring to apply
postconditions[*] : Constraint — the conditions
that must be satisfied for a refactoring to termi-
nate successfully
context[1] : Profile — a corresponding refactor-
ing perspective

Semantics
Each ModelRefactoring represents one semanti-
cally annotated refactoring transformation. Se-
lection of refactorings is based on the values
stored in the SemanticHead attributes.

• <<stereotype>> SemanticHead

Description
Represents semantic annotation for ModelRefac-
toring.

Attributes
goals[1..*] : SoftGoal
metrics[1..*] : QualityMetric

Semantics
Refactoring transformations are associated with
corresponding SemanticHead instances. Selec-
tion of refactorings is based on the values stored
in the SemanticHead attributes.

• <<stereotype>> SoftGoal

Description
Represents quality goals for refactoring. One or
many SoftGoal instances are a part of the Seman-
ticHead for the refactoring context.



Attributes
subgoals[*] : SoftGoals — subordinate Soft-
Goals

Semantics
A refactoring context is represented through a set
of soft-goals derived from SIG. To satisfy the
refactoring goals, each of the soft-goals has to
be iteratively mapped to a corresponding Model-
Refactoring, which is then applied.

• <<stereotype>> QualityMetric

Description
Represents quality metrics for refactoring. One
or many QualityMetric instances are a part of the
SemanticHead for the refactoring context.

Attributes
type : MetricType
startValue — computed metric value for the
source pattern
endValue — computed metric value for the target
pattern

Semantics
Each of the refactoring context soft-goals is mea-
sured using an appropriate quality metric. De-
pending on the differences between starting and
ending values, which represent metric values for
the source and target graph patterns respectively,
the chosen soft-goals are matched to individual
refactorings.

• <<enumeration>> MetricType

Description
Represents different quality metric categories,
namely ProductMetric, ProcessMetric, and Pro-
jectMetric, as defined in [15].

Semantics
Each of the QualityMetric is typed using an in-
stance of MetricType.

3.2. Conceptual Architecture View Profile

To define a UML profile for software architecture, we
treat each software architecture view type individually. That
is, we consider the following architectural views as defined
in [12]:

• Conceptual architecture view — contains components,
connectors, ports, roles, and protocols, where ports,
roles, and protocols may be abstracted as parts of spe-
cific interfaces [7].

• Module architecture view —- encompasses models,
subsystems, layers, and interface protocol.

<<profile>>
Refactoring Context

<<apply>>

<<profile>>
Conceptual Architecture View

<<profile>>
Refactoring Context

<<profile>>
Software Architecture Refactoring Context

<<apply>> <<apply>>

«stereotype»
Concrete

«metaclass»
Class

Figure 3. Refactoring Context for the Concep-
tual Architecture View

• Execution architecture view — with run-time images,
communication paths, and communication protocols.

• Code architecture view — including source files, inter-
mediate files, executable files, and directories.

In this paper, we focus on the conceptual architecture
view, and define a UML profile for it using the previ-
ously published metamodel and semantics [12]. Based on
the UML 2.0 specifications, association relations between
stereotypes in a profile are not allowed. However, there
is no constraint on showing associations as stereotype at-
tributes, so we have used attributes to represent associations
between stereotypes to create the profile shown in Figure 2.
The full semantic description of the profile is not provided,
as it is analog to the description for the original Hofmeister
et al. metamodel. Instead, we provide an extension to this
metamodel to account for the differences between the “as-
designed architecture”, which refers to the conceptual archi-
tectural model created during the architectural design stage,
and the “as-implemented architecture”, which refers to the
architectural model that was recovered from the implemen-
tation artifacts [3]. The differences between these two views
are indicative of possible architectural drift that may arise
due to evolution of software artifacts, and are detrimental to
maintainability.

From the described UML profiles, now we can define
the refactoring context for software architecture. Figure



<<profile>>
Conceptual Architecture View

  subcomponents[*] : Component
  subconnectors[*] : Connector
  roles[*] : Role

«stereotype»
Component

  binding[*] : Port
  obeys[1] : Protocol
  connection[*] : Role

«stereotype»
Port

«metaclass»
Class

  subcomponents[*] : Component
  subconnectors[*] : Connector
  ports[*] : Port

«stereotype»
Connector

  incoming
  outgoing

«stereotype»
Protocol

  binding[*] : Role
  obeysConjugate[1] : Protocol
  connection[*] : Port

«stereotype»
Role

{connection can only connect
ports and roles for which
the enclosing components and
connectors are contained by
the same element}

{connection can only connect
ports and roles when they
obey compatible protocols}

{binding can only connect
ports and roles, or roles
and ports of the enclosing
component or connector,
respectively}

Figure 2. Conceptual Architecture View Profile

3 illustrates the refactoring context for conceptual archi-
tectural view as a combination of the generic refactoring
context and conceptual architectural view profiles. Ac-
cording to this view, individual refactorings are stereo-
typed and annotated based on the refactoring context, that
is, each transformation is represented as a combination
of the <<source>> and <<target>> stereotyped rules,
along with an instance of <<semanticHead>> stereo-
type. Elements that are used in the source and target pat-
terns are stereotyped according the elements of the Con-
ceptual Architecture View profile (e.g., <<component>>
and <<connector>>). The rule elements may be addition-
ally stereotyped as <<concrete>> to annotate those ele-
ments that are identified (or confirmed) through software
architecture recovery. Refactoring contexts for other views
are defined in the same manner, as a combination of the
generic refactoring context and a specific architectural view
profile. The resulting profile is used to represent specific
model refactorings, as shown in Section 4.

4. A Framework for Software Architecture
Refactoring

In this section, we make use of the refactoring context
to create a framework for software architecture refactoring.
First, we introduce the steps in the refactoring process, from
identifying refactoring context elements to validating the
applied transformations and terminating. We then demon-
strate the approach on a comprehensive example of archi-
tectural refactoring.

4.1. Software Architecture Refactoring Process

Using the elements of the refactoring context and the
multiple soft-goals refactoring from [23], we identify the
following steps in our approach.

Step 1. Identify Soft-Goal Hierarchy
Identify the semantic annotation elements including a
hierarchy of soft-goals. Denote the hierarchy as a soft-
goal interdependence graph (SIG).

Step 2. Identify Architectural Refactoring
Derive a set of candidate architectural refactorings for
the particular architectural view, with soft-goal hierar-
chy as guidance. For instance, apply suitable Fowler’s
refactorings [10] to software models, and identify
those that lead to expected improvements in specific
soft-goals, such as increased performance. Represent
each refactoring as a model transformation rule, with
the source and target patterns, preconditions and post-
conditions constraints, and specific architectural view
to which they are applied.

Step 3. Associate Refactorings with Semantic Heads
Annotate derived refactorings with compatible met-
rics, and compute their values. Use differences in
source and target metric values to establish applicable
soft-goals. For instance, a decrease in a coupling met-
ric would indicate a positive effect on modularity.

Step 4. Select Primary Soft-Goal and Apply Refactorings

Choose the next primary soft-goal based on the



«component»
StudentManagement

«port»
UserInput

«connector»
MethodInvocation

«component»
UserInterface

«component»
AccountManagement

«port»
Output

«role»
Client

«role»
Server

«protocol»
UserData

Obeys

Connection

«port»
MethodInput

Connection

«port»
MethodInput

Connection

«component»
RecordsStack

«component»
RecordsHashTable

Figure 4. Architectural Refactoring Example: Original Configuration

soft-goal hierarchy. Select and apply the refactorings
with the greatest contribution towards the selected
goal. For possible collisions in selection, select the
refactoring with the highest positive effect on the
largest number of soft-goals. Before selecting the
transformation, verify that the preconditions hold,
and before committing the change, validate the
transformation using postconditions.

Step 5. Process Next Soft-Goal or Terminate
If there are still soft-goals that were not addressed, go
to Step 4. Otherwise, report success and terminate.

4.2. Applying the Refactoring Framework

As a demonstrative example, let us consider the follow-
ing case of architectural refactoring of a software system
responsible for management of student accounts in a uni-
versity or college organization (see Figure 4). The sys-
tem contains two main components: StudentManagement
and AccountManagement, reflecting two main use cases for
the system: manage student information, and manage ac-
count information. Both components store their data into
individual, internal databases using internal data compo-
nents: RecordsStack for storing student data, and Record-
sHashTable for storing account data. Under the increasing
loads on the database to retain information about old stu-
dents for up to ten years, and due to increasing needs of the
university to accommodate more students every year, the
performance of the system has degraded significantly.

To improve the performance of the system, it is neces-
sary to replace the internal data components with either an
optimized external data structure component, or a modern
database-management system. Moreover, to improve the
maintainability of the system, it is desirable to decrease
component coupling, and apply a model-view-controller
(MVC) architecture style. Finally, access to both databases
is not controlled, and there is no access authentication. To

improve security, it is desirable to institute role access poli-
cies to alleviate security concerns. To address these goals,
we apply our software architecture refactoring framework.

4.2.1 Step 1. Identify Soft-Goal Hierarchy

From the considered soft-goals, we identify the following
sample soft-goal hierarchy as shown in Figure 5.

As the first soft-goal, we have identified maintainability
— aptitude of the system to undergo maintenance and evo-
lution [1] — based on the combined views of [22]. The
top-level goal of high maintainability is interpreted as high
changeability in the context of this example. We have
further identified two subgoals: high modularity, and low
change complexity, which we have mapped through sub-
goals to corresponding metrics. As a general resource for
metric identification, we have used a metric categorization
from [15]. Specifically for modularity, we have used Cou-
pling Between Object (CBO), as the number of classes to
which a given class is coupled, and Lack of Cohesion on
Methods (LCOM), as the number of disjoint sets of local
methods, metrics that we introduced by Chidamber and Ke-
merer (CK) as part of their CK metrics suite [5].

For the second goal, we have derived performance —
the ability of a system to allocate different computation re-
sources to respond to service requests while satisfying tim-
ing requirements [7] — using the soft-goal graph from [22].
The top-level goal of high performance is interpreted as
high time and high space performance, and mapped through
subgoals to corresponding metrics. Given that the focus
of performance-driven refactoring in this example is the
database system component, we have hence chosen corre-
sponding database performance metrics: number of queries
processed per time unit for low response time, and the
amount of data read per time unit for high throughput [18].

For the third goal, we have identified security — pro-
tection of system data from disclosure, modification, or de-
struction — based on the corresponding security hierarchy
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Figure 5. Derived Soft-Goal Graph

[1]. The top-level goal of high security is interpreted as
high confidentiality and high integrity, and mapped through
subgoals to corresponding metrics. For high authentication,
we have chosen attack complexity metric [4], which esti-
mates the complexity of effort invested by attacker to cause
a security breach, including different attack mechanisms.
For high encryption, we have selected attack surface met-
ric [16], which indicates the number of system resources of
selected type available for attack from the outside.

4.2.2 Step 2. Identify Architectural Refactoring

Based on the analysis of the given system, we have iden-
tified desired refactoring actions, and compared them to
Fowler’s classification of source-code refactorings [10]. As
a result of the comparison, we have identified the following
desired transformations for the system:

• (Rule1) Separate Database from Component (see Fig-
ure 6), where a target database component is coupled
and internally contained by its parent. To improve
modularity, this complex transformation (1) removes
the component from the parent, (2) instantiates it as
a new optimized component with an appropriate con-
nector, and (3) reestablishes the connection between
the target and the parent. One of the important precon-
ditions is for the source rule to be correctly matched
against a pattern in the source model to which it is ap-
plied. Based on the stereotypes, a pattern of two com-
ponents, a parent that contains a child component, is
identified. However, it is important to apply the pattern
to only those child components that provide database
functionality.

To solve this mapping problem, we have used an
approach to matching model elements using seman-
tic annotations [14]. The matching rules can also
be expressed as OCL constraints on features defined

<<rule>>
Target

<<rule>>
Source

«component»
Parent

«modelRefactoring»
SeparateDatabasefromComponent

«component»
InternalDatabase

«component»
Parent

«component»
DatabaseManager

«port»
DatabaseQuery

«role»
Client

«role»
Server

«connector»
DatabaseAccess

«protocol»
DML

Obeys

Obeys

«port»
QueryInput

«semanticHead»
sh

«precondition»
{Parent component uses internal
data structure to store data}

«postcondition»
{Parent component uses external
data structure to store data}

Figure 6. Separate Database from Component
Rule

<<rule>>
Source

«modelRefactoring»
ConsolidateDuplicateConnectors

«semanticHead»
sh

«role»
InputRoleA

«role»
OutputRoleA

«connector»
ConnectorA

«protocol»
Protocol

Obeys

«role»
InputRoleB

«role»
OutputRoleB

«connector»
ConnectorB

Obeys

<<rule>>
Target

«role»
InputRoleC

«role»
OutputRoleC

«connector»
ConnectorC

«protocol»
Protocol

Obeys

«precondition»
{ConnectorA and
ConnectorB have
equivalent
functionality
and roles}

«postcondition»
{Created ConnectorC
provides equivalent
functionality to
replaced components
and contains
equivalent roles
}

Figure 7. Consolidate Duplicate Connectors
Rule



through a feature map. The source pattern would then
be matched with a location in the applied model only
if the child component of the connector implements
the same feature (i.e., database access). A similar ap-
proach that uses feature models and information re-
trieval techniques was proposed in [20]. However, the
topic of feature mapping and element matching is out
of the scope of this paper, and will be addressed in
more detail in future research.

• (Rule2) Consolidate Duplicate Components / Connec-
tors (see Figure 7), where duplicate components or
connectors are unified into one. To decrease change
complexity by decreasing the size of the system, this
complex transformation (1) identifies functionality-
equal components or connectors, (2) removes the re-
dundant instances, and (3) reconnects the connectors
or components to the now unified component or con-
nector, respectively.

• (Role3) Implement Role Access Policies (see Figure
9), where access to a resource is controlled through a
specific connector that implements a role access pol-
icy. To improve security by increasing the complexity
of attack through authentication, this complex refac-
toring (1) identifies a connector that provides access
to one or more components without role authentica-
tion, (2) creates different roles within the connector
with separate roles and role access policies for each re-
source, and (3) reconnects the connected components
to newly created roles.

4.2.3 Step 3. Associate Refactorings with Semantic
Heads

For each of the defined transformation rules, we now in-
stantiate corresponding semantic heads. For each rule, we
measure values for each of the metrics identified in Step 1.
The results are interpreted as positive, neutral, or negative
effects that each refactoring has on a specific soft-goal.

• For Rule1, we observe (1) a decrease in the CBO met-
ric for the database component from one to zero; (2)
decrease from two to one in the LCOM metric for the
parent of the database component, but no change in
the relative LCOM value since a new component was
created; (3) undeterminable or no significant effect on
the LOC metric; (4 and 5) increase in the amount of
data read per time unit and number of queries per time
unit, by exact values that depend on the optimization
of the new component; (6) increase in the attack com-
plexity metric, since an attacker now cannot access the
database by only compromising the parent component;
and (7) undeterminable or no effect on the attack sur-
face metric, since no additional protection was speci-

fied. The results of the observations are significantly
positive effects on (++) maintainability and (++) per-
formance, and some positive effects on (+) security.

• For Rule2, (1 and 2) no effect on the CBO and LCOM
metric since the connecting protocols did not change
(for CBO) and since only a connector was removed
(for LCOM); (3) decrease in the LCOM metric since a
redundant component was removed; (4 and 5) no effect
on the performance metrics since the individual data
flows did not changes; (6 and 7) no effect on the secu-
rity metrics since no additional protection was speci-
fied. The results of the observations are a positive ef-
fect on (+) maintainability, and no determinable effect
on performance and security.

• For Rule3, (1) no effect on the CBO metric since the
connecting protocols did not change; (2) increase in
the LCOM metric from one to two with addition of an-
other set of local methods for handling the second ac-
cess policy; (3) increase in the LOC metric with code
for handling additional roles and role access policies;
(4 and 5) decrease in the performance metrics since ad-
ditional authentication processing was added; (6) in-
crease in the attack complexity metric by adding au-
thentication; and (7) decrease in the attack surface met-
ric, since resources protected by authentication are not
directly exposed. The results of the observations are
negative (or very negative, depending on specific au-
thentication scenarios) effects on maintainability (-/–)
and performance (-/–), and very positive effects on se-
curity (++).

In the given annotation analysis, we have not focused
on specific metric values but instead on trends in their
change to determine the relations between model refactor-
ings and soft-goals. This approach simulates practical cir-
cumstances, where due to time constraints it may not be
possible to accurately define and apply each metric. More-
over, the analysis of each metric may need to include not
just the trends in the refactoring transformation but also
effects on the system to which the transformation is ap-
plied. Hence, it would be desirable if specific metrics could
be associated as part of UML profiles for specific refac-
toring types (e.g., performance metrics for performance-
improving transformations), and automatically computed
when specific transformations are selected and applied. Ex-
tending profiles with specific metric sets is part of our future
research.

4.2.4 Step 4. (Iteration 1) Select Primary Soft-Goal
and Apply Refactorings

In this first iteration of applying selected refactorings, we
use modifiability as our primary soft-goal. From Step 3, re-
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Figure 8. Architectural Refactoring Example:
Intermediate Configuration

lated transformations are Rule1 and Rule2, where Rule1 has
more significant effect on modifiability (++). Therefore, we
apply (1) Separate Database from Component transforma-
tion once, and (2) Consolidate Duplicate Connectors trans-
formation twice (once for duplicate component, and once
for duplicate connector) to achieve improvement in modi-
fiability. The result of applying the three transformations
to the system, without showing intermediate steps for space
consideration, is shown in Figure 8.

4.2.5 Step 4. (Iteration 2) Select Primary Soft-Goal
and Apply Refactorings

In the second iteration, we select performance as our pri-
mary soft-goal. However, we determine that performance
was already significantly improved through the effects of
Rule1. Additional constraints (postconditions) on perfor-
mance metrics could be used to quantifiable verify that this
soft-goal is satisfied.

4.2.6 Step 4. (Iteration 3) Select Primary Soft-Goal
and Apply Refactorings

In the third iteration, we select security as our primary soft-
goal. We determine that security was already addressed par-
tially through the effects of Rule1. From Step 3, we now
identify Rule3 as having significant effect on security (++),
and we apply it to the configuration from Figure 8. The re-
sulting structure after applying this rule is shown in Figure
10.
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Figure 9. Implement Role Access Policies
Rule

4.2.7 Step 5. Process Next Soft-Goal or Terminateg

Since all of the primary soft-goals were address, we declare
success with the final configuration shown in Figure 10, and
terminate.
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Figure 10. Architectural Refactoring Example:
Refactored Configuration

5. Conclusions and Future Research

In this paper, we have presented an approach to
refactoring of software architecture artifacts using model
transformations and semantic annotations related to sys-
tem quality improvements. We have defined a generic
refactoring context using UML 2.0 profiles, including



<<semanticHead>> stereotype for denoting semantic an-
notations. We have also instantiated a profile for the con-
ceptual architecture view, as an example of a unified method
for representing different architectural view notations. Fi-
nally, we have used the refactoring context and the concep-
tual architecture view profile to define specific refactoring
transformations.

In future research, we plan to extend the framework by
applying it to more complex case studies. The extensions
will address additional semantic elements for representing
individual model annotations to allow more precise trans-
formation rule expression, and quantification through met-
rics of the quality improvements presented in SIGs. We also
intend to apply the approach to refactoring of other software
artifacts, including software requirements and concrete de-
sign, and define specific UML profiles for different artifact
views.
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